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#### Abstract

Modern cryptographic algorithms used in cryptocurrencies applications, EDS systems, and blockchain technologies use a mathematical apparatus based on elliptic curves (EC). It is known that not every EC, described by elliptic functions can be used in practice. This is due to the requirements for cryptographic stability. For EC-based cryptosystem algorithms, it is necessary to use subgroups of high-order points. It is theoretically clear that the parameters $\mathrm{a}, \mathrm{b}, \mathrm{k}$ of random ECs can be chosen by the attacker arbitrarily. These curves, used to generate public and private keys, exist in the public domain. These ECs are described in public libraries. It is important to know whether it is possible to predict in practice the values of the secret parameter $k$, which depend on a particular EC, for all signatures or random number generators used in asymmetric cryptographic algorithms and systems.
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## 1. INTRODUCTION

ECC is a type of cubic curve whose solutions are bounded by a space that is typologically equivalent to a geometric shape of the torus type [1]. Although there are a large number of cryptographic systems based on EC [2-4], to limit the review of the theoretical part, it is need to consider the following: elliptic curves over real numbers and group law; elliptic curves over finite fields and the problem of discrete logarithm; key pair generation and EC algorithm - ECDSA. Practical cryptographic systems do not use so-called "special" EC (curves for which there is a feature of mathematical diversity). For example, there are points on them where the tangent space to diversity ones, cannot be correctly defined. Such curves include the followings: EC, intersecting
themselves; curves with turning points etc.
Thus, for applied cryptographic applications, elliptic curves of the following form are used: $y^{2}=x^{3}+a x+b$, where $a, b-$ coefficients on which the shape of the elliptic curve depends $[1-2] ; 4 a^{3}+27 b^{2} \neq 0$ is a condition that is necessary in order to exclude "special" ECs.
For use in EC-based cryptosystems, let's take the case that part of a curve is an infinitely distant point (also known as an ideal point). Next, we denote the infinitely distant point by the symbol 0 (zero).
If it is necessary to explicitly consider a point at infinity, then the definition of the elliptic curve can be written as following expression (1) [5]:

$$
\begin{equation*}
\left\{(x, y) \in \mathrm{R}^{2} \mid y^{2}=x^{3}+a x+b, 4 a^{3}+27 b^{2} \neq 0\right\} \cup\{0\} \tag{1}
\end{equation*}
$$

Not all ECs are complete and can be practical used for cryptographic transformations [5-8]. The equation in $y^{2}=x^{3}+a x+b$ form is called the usual Weierstrass formulation for ECC. It is also a common formulation of ECC. To use in EC-based cryptosystems, take a case when that part of the curve is an infinitely distant point (also known as a perfect point). Next, denote an infinitely distant point by the symbol 0 (zero).
It should be noted that in cryptosystems on the basis of EC property of addition (last) requires the presence of only three points on one line, and the order of arrangement of these three points is irrelevant. This means that if the three points $P, Q$ and $R$ lie on one line, we can get geometric interpretation of inequality appearance for these three points of EC's equation:

$$
\begin{equation*}
P+(Q+R)=Q+(P+R)=R+(P+Q)=\cdots=0 . \tag{2}
\end{equation*}
$$

The expression (2) has geometric interpretation, shown below in Figure 1, using online mean [9]. That is, this operator has the properties of associativity and commutativity (belongs to the Abelian group).


Figure 1: Geometric interpretation of inequality of appearance $P+Q+R=0$ for $a=-10, b=1$

Thus, to have the possibility for getting sum of two arbitrary points calculation, it is necessary to consider geometrical rather than algebraic addition. The geometric way of adding points is effective for calculating $R$, but there are a number of partial cases considered, including in [5], [6], [8].
On the one hand, EC-based cryptosystems should be sufficiently cryptocurrency, and on the other hand, should be relatively non-resourceful for use in computer-based hardware resources.
For example, in addition to adding, it can define a scalar multiplication operation for points of the EC group, which is formed according to the expression:

$$
\begin{equation*}
n P=\sum_{i=1}^{n} P \tag{3}
\end{equation*}
$$

where $n$ is a natural number.
From expression (3) it is obvious that computing the product $n$ and $P$ - numbers requires $n$ additions. If $n$ consists of $k$ decimal digits, then the algorithm will have complexity, as $O(2 k)$, which increases the computational complexity [10].
However, there are much faster algorithms. One of these is the doubling-addition algorithm [11]. The principle of his work is written below.
Take for example the number $n=151$. In a system of calculus modulo 2 it has the following form: $10010111_{2}$. This form can be written as a polynomial - the sum of the degrees of two: $151=1 * 27+0 * 26+0 * 25+1 * 24+0 * 23+1 * 22+1 * 21+$ $1 * 20$. From the above, can be written: $151 * P=27 P+24 P+$ $22 P+21 P+20 P$.
As a result, of this algorithm, it is possible to calculate $151 * P$ after completing only seven doubles and four additions. If doubling and adding are $O(l)$ operations, then the above algorithm has complexity $O(\log n)$ (or $O(k)$ - considering the bit length). Accordingly, such an algorithm has much less computational complexity than the original one $O(n!)$. Naturally, there is a problem of choosing the correct EC for practical applications.

## 2. REVIEW AND ANALYSIS OF PREVIOUS STUDIES

The choice of an arbitrary EC in practice can lead to compromising the results of applied cryptocurrency or to the collision of cryptocurrency generation. Some of the problems listed above is known that the problem of discrete logarithm refers to "complex" problems [12], [13]. There are certain classes of EC, which are quite weak in terms of cryptographic stability. There are special discrete logarithm algorithms for solving such problems [11]. For example, all curves for which the order of the final field is equal to the order of EC are vulnerable to a Smart attack, which can be used to solve discrete logarithms for polynomial time on classical computers [14], [15]. In some researches is noted that at known parameters of the domain of EC definition there is a probability that the cryptanalyst has found out previously unknown new class of weak EC, and, probably, has created "fast" algorithm of calculation of discrete logarithms for such "weak" curve [11], [14-16]. In this case, there is a question: would be cryptanalyst can convince the owner of the cryptosystem to the contrary, that is, that he knows nothing about the vulnerability. And he can guarantees that such an EC is "protected" (the cryptanalyst will not be able to use it for its own attacks).

## 3. FORMULATION OF THE PROBLEM

The problem of compromising the cryptosystem on EC is based on the assumption that for given numbers $n$ and $P$ there is at least one polynomial calculation algorithm with complexity $Q=n P$. The inverse problem was also built on the previous assumption. The inverse problem (the logarithm problem) is formulated as if the points $Q$ and $P$ are known, then it is necessary to define $n$ [10], [17]. The use of the term "logarithm" instead of the term "divisibility" is used for consistency with other cryptosystems.
Now there is not any "simple" algorithm for solving the logarithm problem. All of them have the exponential complexity of discrete algorithm calculating. However, when experimenting with multiplication, there are some regularities [17].
For example, take the ECC of the form $y^{2}=x^{3}-3 x+1$ and the point $P=(0 ; 1)$. It can be assured that if the number $n$ is odd, then $n P$ is on the curve in the left half plane, and if $n$ is even, and then $n P$ is in the right half plane.
We can find other patterns that lead to the creation of an algorithm for the effective calculation of the logarithm of this curve, that is, to compromise the cryptosystem on the ECC. Along with there is a variation of the logarithmic problem: the discrete logarithm problem [10], [17]. As we know the area of definition of elliptic curves decreases, scalar multiplication remains "simple" and obtaining a discrete logarithm becomes a "difficult" task for compromising the crypto-algorithm [1], [2], [5-8]. Such quality is a key feature of cryptography on elliptic curves.
Next, we investigate the finite fields and problems of discrete
logarithmization, as well as examples and tools for experimental implementation. One knows that the EC, defined above the finite field, has a finite number of points [1-3]. Only the number of points on this curve is given. The number of points in an EC group is called the EC group order. Checking of all possible values for $x$ in the range from 0 to $p-1$ is not a feasible way of counting points because it requires $O(p)$ steps, but if $p$ is a prime number, then such task is considered to be computationally "complicated". That is why, to calculate the order of the EC group a faster algorithm - the Schuf algorithm is used [7], [8].
For real multiplication numbers, we can write the following expression: $n P=\sum_{i=1}^{n} P_{i}$, where $n$ is a natural number. It is possible to use a doubling-addition algorithm to perform multiplication depending on time like that: $O(k)$, where $k-$ numbers of bits $n$.
Multiplication of points for EC over a finite field $F_{p}$ has one property. To demonstrate it we give EC's form $y^{2}=x^{3}+2 x+3(\bmod 97)$ with point $P=(3,6)$. Next, with the help of [9] we calculate all quantities, multiples $P$ (as in Figure 2) and EC has 100 points. All values are multiples of $P=(3,6)$ are 5 different points: $(0,2 P, 3 P, 4 P)$ and repeated in chain. This property of scalar multiplication for EC is similar to scalar addition in modular arithmetic [5], [10].
We will note two features of this EC: only five values of point $P$ multiplication; the points are repeated cyclically beginning with any integer number $k$, which responds to the following valid form:

$$
\left\{\begin{array}{l}
5 k P=0 ;(5 k+1) P=P ;(5 k+2) P=2 P ;  \tag{4}\\
(5 k+3) P=3 P ;(5 k+4) P=4 P
\end{array}\right\}
$$

Expression (4) shows that the 5 points taken on the EC are closed according to the operation of addition, i.e. the sum of $0,2 P, 0,3 P$ or $4 P$ will always be one of these 5 points.


Figure 2: Results of scalar multiplication over the EC of the form $y^{2}=x^{3}+2 x+3(\bmod 97)$ for point $P=(3,6)$

It means all others of EC points will never be the solutions of the system. The same can be generalized to all other EC points, not only for point $P=(3,6)$.
So, we can take $P$ in the following form:
$n P+m P=(n+m) P=(n+m) \sum_{i=1}^{m} P_{i}$
Expression (5) means that when we add two values, multiples to $P$, we get values that are multiples of $P$ (that is, values that are multiples of $P$, closed with respect to the addition operation). This is sufficient to prove that the set of multiple points of $P$ values is a cyclic subgroup of the group formed by EC. From the above it can be argued that: 1) subgroup is a group that is a subset of another group; 2) a cyclic subgroup is a group whose elements are cyclically repeated; 3) the point $P$ is called the generator or base point of the cyclic subgroup. Cyclic subgroups are the basis for cryptosystems based on elliptic curves. To determine the order of the subgroup of points generated by the point $P$, it is impossible to use the Schuf algorithm, because this algorithm works only for integer elliptic curves, but not for subgroups [7], [8].
To determine the order of a subgroup, one must know the facts that it is need to determinate the order of the group of points EC as the number of points of the group. However, for cyclic subgroups the order of $P$ is also the minimum positive integer $n$ such as $n P=0$.
The example above shows in Figure 3) that the subgroup consists of five points, therefore $5 P=0$.
The order of $P$ is related to the EC order by the Lagrange theorem, in according to which the order of the subgroup is the divisor of the initial group order. In other words, if the EC contains $N$ points and one of the subgroups contains $n$, then $n$ is a divisor of $N$.
The two facts above make it possible to determine the order of a subgroup with a base point $P$ in the following way: 1) we calculate the order of the elliptic curve $N$ using the Schuf algorithm; 2) find all divisors for $N$; 3) for each divisor $n$ of order $N$ we compute $n P ; 4$ ) the least $n$ such as $n P=0$ is the order of the subgroup.
For example, EC in form $y^{2}=x^{3}-x+3(\bmod 97)$ over the field $F_{97}$ has an order of $N=42$. Subgroups of such EC can have order like $n=1,2,3,6,7,14,21$ or 42 . If we set point $P=(2,3)$ in the equation, then $P \neq 0,2 P \neq 0, . ., 7 P=0$ and subgroup order of point $P$ will be $n=7$.
For implementation in applicated cryptosystems on EC it is necessary to choose the smallest divisor [18].
Typically, EC-based cryptosystems are asymmetric [1], [5-6], [10], [19]. Thus, they have two types of keys: private and public. A private (secret) key is a random integer number $d$, chosen from range $\{1, . ., n-1\}$, where $n-$ EC point subgroup order. Public key is a point $H=d_{G}$, where $G-$ basic EC subgroup point.
If numbers $d$ and $G$ are known (along with other parameters
of the EC definition area), then public key $H$ determination is not a problem. However, if just only values $H$ and $G$ are known, then private (secret) key $d$ searching converts into a "complex" task. Solving such a problem requires the discrete logarithm calculation.

## 4. TASK FORMULATRION

To solve the problem of discrete logarithm, it is sometimes necessary to use an additional parameter of the domain: generating value $S$ (seed) [1], [2], [5-8]. In essence, the generating value is a random number that is used to generate the coefficients $a$ and $b$ or the base point $G$ or both. These parameters are generated by calculating the value of the hash function $S$ [27], [28].
As is well known, it is not difficult to calculate hash functions, but it is "difficult" to inverse it. A simple option is to generate a random EC from a generating value, in which the value of the hash function of a random number is used to calculate various parameters of the elliptic curve. If a crypto analyst or attacker wants to restore a hash function from the parameters of its definition area, it will be necessary to solve a "difficult" problem - inverting the hash function (as in Figure 3).

$$
S \ll \operatorname{hash}^{-1}(H) \longleftarrow \begin{aligned}
& H=f^{-1}(a) \\
& H=g^{-1}(b)
\end{aligned}
$$

Figure 3: Illustration of the hash-function inversion problem complexity
The elliptic curve generated by the generating value is called randomly verifiable. The principle of using hashes to generate parameters is known in the literature as "nothing up my sleeve", and is widely used in cryptography [20].
The principle of hash generation, described, for example, in [20], provides some guarantee that the EC has been specifically designed to have vulnerabilities known to its author.
If an attacker or a person in the middle of a crypto algorithm gives the victim an elliptic curve along with the generating value, it means that the attacker or person in the cryptoalgorithm cannot arbitrarily choose parameters $a$ and $b$ for EC, and can be relatively sure that the algorithm or will not be able to use special attacks.
Next, consider the ECDSA (Elliptic Curve Digital Signature Algorithm) algorithm, which is a variant of the DSA algorithm. To generate key pairs this algorithm used EC [21]. In process of generation and verification of EDS algorithm (ECDSA) practical implementation, use the Python - based software code. This code contains some parts of the scripted software algorithm ECDH, in particular, scope options and private/public key pair generation algorithm. Here, EC stands for "an elliptic curve secp256k1 from SECG («Standards for Efficient Cryptography Group»)" [22]. Standardized EC, not a simple EC focused on a small number field. Secp256k1 of the SECG group (Standards for Efficient Cryptography Group, Certicom based) was selected as this EC. It has the following EC form of EC, as in Figure 4. This variant of EC
was taken due to the fact that the same curve is used in public key crypto algorithms for Bitcoin (for EDS taken) [23].


Figure 4: The form of EC secp256k1 of SECG public key crypto algorithm for Bitcoin

The ECDSA algorithm functions with the message hash, not with the message itself. The choice of the hash function is a developer's problem. In practical implementations of this algorithm, a cryptographic hash function is chosen.
The message hash must be truncated so that the bit length of the hash is the same as the bit length of $n$ (subgroup order). A truncated hash is an integer denoted by $z$.
Cryptosystems on the EC operate in a cyclic subgroup of an elliptic curve over a finite field. Therefore, for their practical implementation require the following parameters: 1) a prime number $P$, that specifies the size of the final field; 2) coefficients $a$ and $b$ of the EC equation; 3) base point $G$, which generates a subset of points; 4) order $n$ of subgroup; 5) cofactor $h$ of the subgroup.
The parameters of the EC function definition used to implement the algorithm, described above, are taken from the source code of the OpenSSL cryptographic library [23]. They have the following attributes:
\# Field characteristic:
p=0xfffffffffffffffffffffffffffffffffffffffffffffffffffffffefffffc2f
\# Curve coefficients: $a=0 ; b=7$.
\# Base point:
$\mathrm{g}=(0 x 79 \mathrm{be} 667 \mathrm{ef} 9 \mathrm{dcbbac55a} 06295 \mathrm{ce} 870 \mathrm{~b} 07029 \mathrm{bfcdb} 2 \mathrm{dce} 28$ d959f2815b16f81798,
0x483ada7726a3c4655da4fbfc0e1108a8fd17b448a68554199 c47d08ffb10d4b8)
\# Subgroup order:
n=0xfffffffffffffffffffffffffffffffebaaedce6af48a03bbfd25e8cd0 364141
\# Subgroup cofactor: $h=1$.
If necessary, we can change the EC parameters in the program as follows: field characteristic; curve coefficients; subgroup order; subgroup cofactor and use other curves and parameters of the definition area, but it needs to use only simple numeric fields and the traditional Weierstrass formulation. Otherwise, this program will function incorrectly.

The principle of the ECDSA is: 1) Alice wants to sign the message with her private key $\left.\left(d_{A}\right) ; 2\right)$ Peter wants to verify the signature with the public key Alice $\left.\left(H_{A}\right) ; 3\right)$ everyone, excluding Alice should not be able to create valid signatures; 4) each of the recipients must be able to verify the signatures. The algorithm for the signatory (Alice) functions as follows [21]:
Step 1. We get a random integer $k$, selected from the range $\{1, . ., n-1\}$, where $n$ - order of EC point group.
Step 2. Calculate the point $P=k G$, where $G$-base point of the subgroup.
Step 3. Calculate number $r=x_{P} \bmod n$, where $x_{P}$ - the $x$ coordinate of point $P$.
Step 4. If $r=0$, then choose another $k$ and go to Step 2.
Step 5. Calculate expression $s=k^{-1}\left(z+r d_{A}\right) \bmod n$, where $d_{A}$ - private key of Alice; $k^{-1}$ multiplicative inversion of the number $k$ modulo $n$.
Step 6. If $s=0$, then choose another number $k$ and return to Step 2.
The resulting key pair $(r, s)$ is the EDS.

To verify a digital signature, the person intending to perform such verification must have Alice's public key $H_{A}$, (reduced) hash $z$ and digital signature: $(r, s)$.

The algorithm for verifying an electronic signature using an existing public key is as follows:

1. Calculate the integer $u_{1}=s^{-1} \bmod n$
2. Calculate the integer $u_{2}=s^{-1} r \bmod n$
3. Calculate a point on an elliptic curve such that $P=u_{1} G+u_{2} H_{A}$.
EDS will be valid when the following condition is: $r=x_{P} \bmod n$.
To check the correctness of the algorithm, we can write that the definition of the public key: $H_{A}=d_{A} G$, where $d_{A}-$ private key), whence, taking into account the expressions (6) and (7):
$P=u_{1} G+u_{2} H_{A}=u_{1} G+u_{2} d_{A} G=\left(u_{1}+u_{2} d_{A}\right) G$
Taking into account the definitions of $u_{1}$ (6) and $u_{2}$ (7), we can write the definition of the point $P$ as follows:
$P=\left(u_{1}+u_{2} d_{A}\right) G=\left(s^{-1} z+s^{-1} r d_{A}\right) G=s^{-1}\left(z+r d_{A}\right) G$
Expressions (8) and (9) omit the module of the EC point number system "mod $n$ ". This is done in order to reduce the mathematical notation and for the fact that the cyclic subgroup, which is generated by a point $G$ and has order $n$, eliminates the need for the part "modn" in the mathematical notation.
We can note, that $s=k^{-1}\left(z+r d_{A}\right) \bmod n$, that is, the $r$ parameter is bound to the message hash. Multiplying both
parts of this equation by $k$ and dividing by $s$, we obtain the following expression (10):

$$
\begin{equation*}
k=s^{-1}\left(z+r d_{A}\right) G=k G \tag{10}
\end{equation*}
$$

Substituting the obtained expression (6) in equation (7) for $P$, we obtain next one (11):
$P=s^{-1}\left(z+r d_{A}\right) G=k G$

The resulting expression (8) is completely similar to the expression (9) for $P$, obtained in Step 2 of the DS generation algorithm. When generating EDS and checking them, the same point $P$ is calculated on EC, but by different sets of equations. The principle of checking EDS by this algorithm is based on this effect as well.

## 5. PRACTICAL SOLUTION

In the practical implementation of cryptosystems based on EC , it is necessary to take into account that there is a standardized algorithm for generating and checking random curves, which is described in the regulatory document ANSI X9.62 [24]. The one based on the cryptographic hash-function SHA-1 [25].
For example, we will check random ECs for the fact that an attacker or a "person in the middle" in a cryptoalgorithm cannot arbitrarily choose parameters $a$ and $b$ for EC. To do this, use the software implementation of the algorithm given by ANSI X9.62 (fig.5) on Python. These curves are used to generate public and private keys. Required EC are in the OpenSSL public library [26].
As in Figure 5, some EC (prime192v1, prime192v2, prime192v3, prime192v4) from the OpenSSL algorithm did not pass the test that this EC was specially created to be the ones, which not having known vulnerabilities to its author.


Figure 5: The results of checking the EC from the OpenSSL library

Therefore, if the numbers $d$ and $G$ are known (along with other parameters of the domain), then finding the public key $H$ is not a problem. But, if only the parameters $H$ and $G$ are known, then searching for the private (secret) key $d$ becomes a "complex" problem, because its solution requires the solution of the discrete logarithm problem.

## Software realization of EDS based on secp256k1 EC

The created program shows the action of based on ECDSA algorithm while EDS generation and verification are done. This way, the results of public and private keys for messages: "Dima" and "BI-55" were generated and the EDS was verified (as in Figure 6).


Figure 6: The results of public and private keys for the 2 messages generating and the EDS verifying (ECDSA algorithm)

As in Figure 6, first the program signs the issued message (byte string "Dima") and then checks the received EDS. Then the program checks the same signature for another message ("BI-55"). As the result of verification, we get both correct and incorrect results of comparison. Next, if we try to check the EDS for the correct message with another random public key, we again have failed to.

## 6. CONCLUSION

As shown in the practical part, when generating EDS and checking them, the same point $P$ on the EC is calculated, but with different sets of equations. The principle of checking EDS by this algorithm is based on this effect. To calculate the parameter $s$, the inverse of $k$ modulo $n$ is calculated. This technique is guaranteed to work only if $n$ is a prime number. If the subgroup is of non-prime order, then the ECDSA algorithm cannot be used. Due to this fact, all standardized curves have a simple order, and those ECs that do not have a simple order are not applicable to the ECDSA algorithm. When we generate an EDS using the ECDSA algorithm, it is important to keep the private key $k$ in a location that is not accessible to the attacker. If in the practical implementation parameter $k$ was used for all signatures, or the random
number generator would be to some extent predictable, the attacker would be able to identify the private key, which would automatically lead to its use and damage to individuals and businesses. Such cases were occurred and described. This leads to significant and reputational losses, likes listed in [27-29].
For such and similar responsible applications of EC-based cryptographic algorithms, it is highly desirable to use appropriate ECs that have been pre-tested by the algorithms listed in ANSI X9.62.
Thus, the relevance of EC-based EDS cryptosystems today is due to the fact, that today the problem of discrete logarithm for elliptic curves is much more complicated than other similar tasks used in cryptography. This implies that it takes less bits for the integer to get the same level of protection as in other cryptosystems
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