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ABSTRACT 
 
Web services provide a uniform framework to achieve a high 
level of interaction between distributed heterogeneous 
software systems and data resources shared over the Internet. 
Producing a well-designed web service is significant because 
it leads to a more understandable service and a higher level 
of interaction and leads to effective software maintainability. 
However, web service is suffering from a poor design 
problem named anti-patterns. Analysis of the literature 
returned a plethora of studies on anti-patterns that caused 
difficulties for developers to synthesize and summarized the 
possible types of anti-patterns and further comprehend each 
of them. Due to this limitation, this paper aims to provide 
organized literature on the types of anti-patterns found in 
web services. A scoping review was conducted by searching 
scholarly documents, analyzing, and classified them based 
on their anti-pattern types. The review provided in this paper 
could be used as a guide for developers to identify the anti-
patterns that could be found in web services. 
 
Key words: Anti-pattern, Anti-pattern Detection, Web 
Service, Web Service Design, Interface Design 
 
1. INTRODUCTION  
 
Web service is a group of loosely coupled applications, self-
describing software, that can be published, located and 
accessed flexibly and smoothly [1]-[3]. It provides a uniform 
framework to achieve a high level of interaction between the 
distributed heterogeneous software system and data resource 
sharing over the Internet [4]-[6]. In a simple word, web 
service can be described as independent software 
components that accept requests and return responses over 
the Internet. Web services are the components used in 
establishing service-oriented architecture (SOA) architecture 
[7]-[12] that converts the Internet from a repository of data to 
a repository of interactive services [13],[14]. Web service 
technology also opens a new cost-efficient form for software 
engineers to quickly develop and publish web applications 
by dynamically combining their applications with other 
published web service components to execute new business 
transactions [15].  
 

There are two major protocols of web service 
implementation; first, Simple Object Access Protocol 
(SOAP) and second, Representational State Transfer 
(RESTful). SOAP is the earliest web service protocol that 
communicating data in Extensible Markup Language (XML) 
format and transported them in various messaging protocols 
primarily Hypertext Transfer Protocol (HTTP), Simple Mail 
Transfer Protocol (SMTP), and File Transfer Protocol (FTP). 
On the other hand, RESTful is a newer protocol that uses 
HTTP for transporting data in a various format including 
XML, Hypertext Markup Language (HTML), JavaScript 
Object Notation (JSON) and plaintext. 
 
Web service can be openly accessed by external web 
applications regardless of the platform in which it is 
developed or deployed [3]. It is possible as it is invoked 
through its machine-processable format, which called web 
service interface [16],[17]; a set of operations that depicts 
interactions between service requesters and web service 
functionality [18]. Web services are programmed in similar 
way programmers programmed other computer-based 
systems.  Like other computer-based systems, anti-patterns 
problems are found in web services due to inappropriate 
programming practices, designs, and implementations [19]. 
It caused accessibility issues in which the function of the 
services is difficult to comprehend [20],[21]; thus, making 
the process of designing interface complex and low quality. 
Eventually, the web service becomes abandoned due to low 
usage [22].  
 
Many researchers attempt to improve anti-patterns problem 
in web services through detecting the anti-patterns and 
recommend the solutions to overcome the problem. 
However, web service anti-pattern problem is complex to 
resolve completely as each type of anti-pattern requires 
different approaches and distinct from others. Therefore, 
many past studies in the literature have been studying a 
particular type of web service anti-pattern. The increase of 
independent studies in anti-patterns has caused the need for 
synthesizing the available literature, summarizing and 
disseminating the types of anti-patterns so that it could help 
developers to avoid such anti-patterns; hence, producing 
high-quality and maintainable web services. As far as the 
authors are aware, no study synthesizing the types of web-
service anti-patterns that exist. Apart from that, a question 
arises whether similar anti-patterns happen in the two 
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prominent web service protocols (i.e., SOAP and RESTful); 
or they just totally distinct. Therefore, this paper intends to 
address the limitation in the current studies by reviewing the 
literature on the types of web service anti-pattern for SOAP 
and RESTful, and further find overlapping problems.  

 
The paper has three sections. Section 2 discusses the method 
for conducting the study. Next, Section 3 describes the 
results of the study based on specific research questions. 
Then, section 4 summarizes the findings. 
 
2. METHOD 
 
A scoping review [23]-[26] was conducted to identify the 
possible anti-patterns found in RESTful and SOAP web 
services.  They are five stages of the process in conducting 
the scoping review as illustrated in Figure 1. The process of 
the scoping review starts with identifying research questions. 
Then an electronic search was conducted to identify relevant 
studies and followed by selecting the studies for further 
review. After that,  the data are recorded and tabulated, and 
finally, the results were synthesized, summarized, and 
reported in this paper. A scoping review is a kind of review 
that provides a systematic way of collecting background 
information [27]. It is also an effective method to focus on 
the relevant literature to the researchers aiming at providing 
a quick mapping of the main concepts that underpin the 
research [28].  
 

 
Figure 1: The process for conducting the scoping review [25],[26] 

 
Stage 1: Identify research questions 
This scoping review aims to synthesize and summarize the 
possible types of web-service anti-patterns. As there are two 
prominent web service protocols (i.e., SOAP and RESTful); 
the number of anti-patterns could be substantial. Therefore, 
the authors analyzed the anti-patterns based on their 
occurrence found on the protocol style they were developed. 
Three research questions guide the scoping review as below: 

RQ1: What are the types of anti-pattern found in SOAP 
web service? 
RQ2: What are the types of anti-pattern found in 
RESTful web service? 
RQ3: What are the common anti-patterns of SOAP and 
RESTful? 

 
 

Stage 2: Identify relevant studies 
A comprehensive electronic document search on Google 
Scholar was done using the search phrase “web service anti-
patterns”. It focused on documents written in English and 
published between the year 2000 and September 2019. The 
search results returned 673 documents, as summarized in 
Table 1. Year-based searching was conducted to get accurate 
search results. The search returned no documents for the year 
1999. It could be justified by the fact that the web service 
technology has not emerged yet. 
Stage 3: Select studies 
A filtering process was conducted to select the relevant 
documents that provide information on the types of anti-
patterns. The study selected scholarly articles, including 
journal articles, conference articles, theses, and technical 
reports. Books and presentation slides were excluded from 
the results. Finally, fifty-two documents were selected, and 
the full list of the documents are listed in Table 2. The 
earliest study on web service anti-patterns was found 
published in 2016. The number of the study gradually and 
consistently growing; however, at a slow pace.  
Stage 4: Chart the data 
The bibliographic information, abstract, and full-text of the 
documents were acquired and maintained using EndNote 
reference manager. The individual full-text documents were 
further analyzed to obtain the types of web-service anti-
patterns that the researchers studied. The analysis was 
conducted based on the pre-defined RQs. 
Stage 5: Collate, summarize, and report the results 
Finally, the analysis were systematically recorded in word 
processing documents, and they were further synthesized and 
summarized as reported in Section 3 of this paper. 
 

Table 1: The number of total documents and relevant documents 
selected for the scoping study 

Year Total 
Documents 

Found 

Number of 
relevant 

documents 
2000 1 0 
2001 1 0 
2002 1 0 
2003 7 0 
2004 7 0 
2005 7 0 
2006 17 2 
2007 17 1 
2008 24 2 
2009 41 1 
2010 46 4 
2011 46 3 
2012 70 1 
2013 55 4 
2014 54 3 
2015 49 6 
2016 59 4 
2017 69 6 
2018 66 8 

Sept 2019 36 7 
TOTAL 673 52 

Stage 
1

• Identify research questions

Stage 
2

• Identify relevant studies

Stage 
3

• Select studies

Stage 
4

• Chart the data

Stage 
5

• Collate, summarize, and report the results
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Table 2: List of the documents included in this study.
Num. Year Authors Title 

1 2006 Kokash [29] “A Comparison of Web Service Interface Similarity Measures” 
2 2006 Zheng and Krause [30] “Asynchronous Semantics and Anti-Patterns for Interacting Web Services” 
3 2007 He and Yen [31] “Adaptive User Interface Generation for Web Services” 
4 2008 Beaton, et al. [32] “Usability Challenges for Enterprise Service-Oriented Architecture APIs” 
5 2008 Hacigümüs [33] “Anti-Patterns: Integrating Distributed and Heterogeneous Data Sources in SOAs” 
6 2009 Král and Žemlicka [34] “Popular SOA Antipatterns” 
7 2010 Crasso, et al. [35] “Revising WSDL Documents: Why and How” 
8 2010 Rodriguez, et al. [36] “Improving Web Service Descriptions for  Effective Service Discovery” 

9 2010 Rodriguez, et al. [37] “The EASYSOC Project: A Rich Catalog of Best Practices for Developing Web Service 
Applications” 

10 2010 Rodriguez, et al. [38] “Automatically Detecting Opportunities for Web Service Descriptions Improvement” 
11 2011 Batra and Bawa [39] “Semantic Discovery of Web Services Using Principal Component Analysis” 
12 2011 Mateos, et al. [40] “Detecting WSDL Bad Practices in Code-First Web Services” 
13 2011 Rodriguez, et al. [41] “Bottom-Up and Top-Down COBOL System Migration to Web  Services” 
14 2012 Mateos, et al. [42] “Avoiding WSDL Bad Practices in Code-First Web Services” 
15 2013 Coscia, et al. [43] “Anti-Pattern Free Code-First Web Services for State-Of-The-Art Java WSDL Generation Tools” 
16 2013 Han, et al. [44] “Definition and Detection of Control-Flow Anti-Patterns in Process Models” 
17 2013 Palma, et al. [45] “SOA Antipatterns: An Approach for their Specification and Detection” 

18 2013 Rodriguez, et al. [46] “An Approach for Web Service Discoverability Anti-Pattern Detection for Journal of Web 
Engineering” 

19 2014 Coscia, et al. [47] “Refactoring Code-First Web Services for Early Avoiding WSDL Anti-Patterns: Approach and 
Comprehensive Assessment” 

20 2014 Palma, et al. [48] “Detection of REST Patterns and Antipatterns: A Heuristics-Based Approach” 

21 2014 Torkamani and Bagheri [49] “A Systematic Method for Identification of Anti-Patterns in Service-Oriented System 
Development” 

22 2015 Mateos, et al. [50] “Measuring the Impact of The Approach to Migration in the Quality of Web Service  Interfaces” 

23 2015 Mateos, et al. [51] “A Tool to Improve Code-First Web Services Discoverability Through 
Text Mining Techniques” 

24 2015 Mateos, et al. [52] “A Stitch in Time Saves Nine: Early Improving Code-First Web Services Discoverability” 
25 2015 Palma, et al. [53] “Are Restful APIs Well-Designed? Detection of Their Linguistic (Anti)Patterns” 
26 2015 Rodriguez, et al. [54] “Assisting Developers to Build High-Quality Code-First Web Service APIs” 
27 2015 Sales and Guizzardi [55] “Ontological Anti-Patterns” 
28 2016 Brabra, et al. [56] “Detecting Cloud (Anti) Patterns: OCCI Perspective” 
29 2016 Mateos, et al. [22] “Keeping Web Service Interface Complexity Low Using an OO Metric-Based Early Approach” 
30 2016 Palma, et al. [57] “Specification and Detection of SOA Antipatterns in Web Services” 
31 2016 Wang, et al. [58] “Bi-Level Identification of Web Service Defects” 
32 2017 Chen and Jiang [59] “Characterizing and Detecting Anti-Patterns in The Logging Code” 
33 2017 Ouni, et al. [10] “Search-Based Web Service Anti Patterns Detection” 
34 2017 Pismag [60] “Prediction of Web Service Anti Patterns Using Machine Learning” 
35 2017 Sabir, et al. [61] “A Lightweight Approach for Specification and Detection of SOAP Anti-Patterns” 
36 2017 Velioğlu and Selçuk [62] “An Automated Code Smell and Anti-Pattern Detection Approach” 
37 2017 Wang, et al. [20] “Interactive Refactoring of Web Service Interfaces Using Computational Search” 

38 2018 Arunachalam, et al. [63] “A Semi Markov Process-Based Web Service Recommendation for Anti-Patterns Detection 
Using P-EA Algorithm” 

39 2018 Blouin, et al. [64] “User Interface Design Smell: Automatic Detection and Refactoring of Blob Listeners” 
40 2018 Fakhoury, et al. [65] “Keep It Simple: Is Deep Learning Good for Linguistic Smell Detection?” 

41 2018 Hirsch, et al. [6] “Spotting and Removing WSDL Anti-Pattern Root Causes in Code-First Web Services Using 
NLP Techniques: A Thorough Validation of Impact on Service Discoverability” 

42 2018 Kalyani and Vasundra [66] “Search-Based Web Service and Business Process Anti Pattern Detection” 

43 2018 Kumar and Sureka [19] “An Empirical Analysis on Web Service Anti-Pattern Detection Using a Machine Learning 
Framework” 

44 2018 Ouni, et al. [67] “A Hybrid Approach for Improving the Design Quality of Web Service Interfaces” 
45 2018 Palma, et al. [68] “UNIDOSA: The Unified Specification and Detection of Service Antipatterns” 
46 2019 Brabra, et al. [69] “On Semantic Detection of Cloud API (Anti)Patterns” 

47 2019 Sabir, et al. [70] “A Systematic Literature Review on The Detection of Smells and their Evolution in Object-
Oriented and Service-Oriented Systems” 

48 2019 Saluja and Batra [71] “Assessing Quality by Anti-Pattern Detection in Web Services” 
49 2019 Saluja and Batra [72] “Optimized approach for antipattern detection in service computing architecture” 

50 2019 Bogner, et al. [73] “Towards a Collaborative Repository for the Documentation of Service-Based Antipatterns and 
Bad Smells” 

51 2019 Mateos, et al. [74] “COBOL Systems Migration to SOA: Assessing Antipatterns and Complexity” 
52 2019 Belkhir, et al. [75] “An observational study on the state of REST API uses in Android mobile applications” 

3. RESULTS 
 

This section explains the findings of the scoping review. The 
results are discussed based on the sequent of the RQs. 
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3.1 What are the types of anti-pattern found in SOAP 
web service? 
 
Web Service Description Language (WSDL) documents are 
one of the main components of SOAP web service. Usually, 
the developers designed web service interfaces that can 
minimize programming efforts, which caused lack in 
description of the WSDL documents [36],[76]. Past studies 
reported that improper description in WSDL documents  
caused issues in the web service discovery [36]. Therefore, 
web service developers should improve the way WSDL 
documents are designed, in order to help the web service 
requesters to discover and understand the web service 
functionality with minimal efforts [43],[77]. Developers 
follow one of the approaches in developing web service; (1) 
contract-first, and (2) code-first [50]. In the contract-first, 
development of a web service is started from a WSDL 
definition, which developers specify what the documents 
would represent. In this approach, WSDL definition is 
defined using web service standards; the web service 
implementation is done after that according to this contract 
[77]. Meanwhile, in the code-first mechanism, development 
of web service is started from code; hence, the developers 
can write a web service without the need of knowing how the 
WSDL document is generated. 
 
The contract-first mechanism is based on designing web 
service when developers consider a catalog to avoid anti-
patterns occurrences which cause complexity and ambiguity 
in WSDL document [21]. The results if the scoping review 
suggested twenty-three SOAP anti-patterns as in the 
subsequence paragraphs.  
 
1. Ambiguous names: This anti-pattern occurs when the 
web service developers use vague, meaningless or unclear 
words for identifying the main components of WSDL 
document (i.e., port-type, operations, messages, and part 
elements) [30]. It is considered as one the most common 
anti-pattern occurrences in SOAP web services [78]. From a 
service requesters’ perspective, a representative name should 
describe and confirm the semantics of an element; then 
meaningless names should be avoided [38]. This major 
consequences of this type of anti-pattern is that it decreases 
the opportunity of web service being discovered and 
understood which in turn prevents usage [51].  
 
2. Empty messages: This anti-pattern occurs when web 
service developers declare a method that does not contain 
any outputs and does not receive any inputs [52]. Simply 
said, empty message anti-pattern is public methods that refer 
to a class that implements a service which does not receive 
any input parameter [42]. 
 
3. Enclosed data model: This anti-pattern occurs when the 
input and output data types of eXtensible Markup Language 
Schema Definition (XSD) are specified in the WSDL 
document rather than being written in a separate file.  It 
consequently disallows reuse of data type by other web 
services very difficult or impossible [50]. 

4. Low cohesive operations in the same port-type: This 
anti-pattern occurs when web service developers defined two 
or more operations in a same port-type [57]. For example, 
checking the availability of the service the function of the 
service a single port-type. A web service becomes less 
cohesive, when operations belong to one port-type; however, 
they do not represent a set of semantically relevant 
operations [56]. On the other hand, WSDL document with 
high cohesive operations holds contain a representative 
service. WSDL documents which have higher number of low 
cohesive operations might lead to more occurrences of 
ambiguous name anti-patterns [54]. 
 
5. Redundant data models: This anti-pattern occurs when 
the developers use defect WSDL generation tools [6]. It may 
also happen when the developers used different data types 
for representing duplicated objects or defining the same data 
type two or more times (i.e., two data type definitions stand 
for the same exchangeable information) in a WSDL 
document [40],[47]. The redundant data models cause 
confusing in understanding WSDL documents [36]. 
 
6. Whatever types: This anti-pattern may occur when the 
developers define uncommon data types or unsupported data 
types (i.e., the data types that do not belong to primitive and 
standard data types) [77],[79]. When the developers define 
data with any type (i.e., Whatever data type), then the 
standard data type will be implemented inside WSDL 
document as xsd:any [21],[80]. xsd:any may appear in 
WSDL document because of inefficient or defective WSDL 
generation tools [50],[52]. Whatever data types negatively 
affect the web service usability as it hinders 
understandability [81].  
 
7. Inappropriate or lacking comments: This anti-pattern 
occurs when the developers do not write appropriate 
comments in WSDL documents [50]. Many WSDL 
documents suffered from inappropriate or lacking comments 
[36].  A well-documented WSDL document has concise 
explanatory comment for each operation that describes the 
semantic of the offered functions [36]. Consequently, 
inappropriate or lacking comments does not help in revealing 
the real purpose of the service, which leads to reducing the 
understandability and the usability of the concerned web 
service [81]. 
 
8. Redundant port-types: This anti-pattern occurs when 
multiple port types present duplicated set of operations in a 
web service [63]. The developers defined two or more port 
types that offer a same operation with a same message; 
however, each port type is restricted to a different transport 
protocol [36],[54]. Consequently, the redundant port-types 
causes unnecessarily confusion in understanding WSDL 
documents [36]. 
 
9. Undercover fault information within standard 
messages: This anti-pattern occurs when output messages 
notify service errors [51],[54]. A service error message 
should use output messages rather than local SOAP failure 
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messages [29]. Consequently, the web services return error 
message within output messages that may negatively 
influence syntactic registries that exploit either the names or 
the XML structure of message parts [23]. 
 
10. God object web service (GOWS): This anti-pattern 
occurs when web services hold too many operations that 
belong to variant business abstractions. In this case, the web 
service is complicated to use due to low cohesion of its 
methods [10]. 
 
11. Fine-grained web service (FGWS): This anti-pattern 
occurs when web services contain few numbers of operations 
implementing only a part of abstraction [10],[82]. It 
frequently demands for other web services to complete 
abstraction, and often overhead (e.g., maintenance, 
communication) outweigh its utility [67]. FGWS anti-pattern 
results in higher architectural complexity and reduced web 
service usability [10],[57]. 
 
12. Chatty web service (CWS): This anti-pattern occurs 
when a set of operations are required to execute single 
abstraction [20],[58]. Consequently, web services often have 
many compact operations that increase response time; 
therefore, limiting the web services performance [83]. 
 
13. Data web service (DWS): This anti-pattern occurs when 
web services consist of getters and setters’ operations (i.e., 
accessor operation) [83]. DWS anti-pattern in distributed 
environment refers to web services that only execute data 
access operations or simple information retrieval [20],[58]. 
DWS may negatively impact web service usability because it 
commonly handles small messages of primitive data types 
with strong data cohesion [10].   
 
14. CRUD interface (CI): This anti-pattern occurs when a 
web service supports remote procedure call [20] that allows  
Create, Read, Update and Delete (CRUD) operations from 
databases [10],[58]. The CRUD operations require several 
methods to be accomplished which increases the complexity 
of web services [10]. 
 
15. Maybe it is not RPC (MNR): This anti-pattern occurs 
when a web service mainly presents CRUD operation for 
large business entities [82] which consequently requires 
large number of parameters [10]. MNR anti-pattern causes 
inefficiency because the users will wait for the synchronous 
responses from many parameters. 
 
16. Bloated service: This anti-pattern occurs when web 
services hold too many parameters [45]; hence, leads to a 
complex operations execution with low cohesion between 
such operations [68]. Consequently, it leads to low web 
service accessibility, maintainability, testability, and 
reusability [45].  
 
17. Duplicated web service: This anti-pattern occurs when 
two or more web services contain identical operations with 
identical names and message operations [61]. It also might 

exist when common operations have an identical name or 
parameters [57]. 
 
18. Nobody home: This anti-pattern occurs when a web 
service (or resource) is defined, but the methods of this web 
service (or resource) are never invoked by service requesters 
[68]. These web services lead to non-usage [78]. 
 
19. Bottleneck service: This anti-pattern occurs when a web 
service is frequently called by service  requesters that causes 
bottleneck of incoming and outgoing requests. It may be 
used by many service requesters; hence, it increases response 
time and caused low availability due to heavy traffic [45]. 
 
20. Stovepipe service: This anti-pattern occurs when many 
private or protected methods for executing infrastructure and 
utility operations (i.e., logging, data validation, notifications, 
etc.) exist in few business processes [45]. It may cause 
duplicated code in web service, increase the development 
time, inconsistent operations, and inextensible services. 
 
21. Service chain: This anti-pattern occurs when web 
services requesters requested for consecutive web service 
invocations to achieve their goals [78]. The consecutive 
requests affect the subsequent call for the web services [45]. 
 
22. Tiny service/ nano service: This anti-pattern occurs 
when  small web services with few numbers of methods and 
operations [78] implements a part of abstraction [68]. Tiny 
web service often needs many web services to be used 
together to perform operations [59]. This anti-pattern leads to 
a more complex process, reduces flexibility, and causes 
many service-oriented architectures failures [45],[68].  
 
23. Multi-service: This anti-pattern is the opposite of tiny 
service anti-pattern. It is also considered as God Object web 
service [68]. Multi-service anti-pattern is found in web 
services that run more than one method for distinct business 
and technical abstraction [45],[68]. It is described by many 
low cohesion operations, very high response time, and low 
availability to service requesters because it is overloaded 
[68],[78]. 
 
In summary, the scoping review suggested twenty-three anti-
patterns that commonly found in SOAP web services. These 
anti-patterns have impact on various aspects of web services 
including maintainability, efficiency, and discovery. 
 
 
3.2 RQ2: What are the types of anti-pattern found in 
RESTful web service? 
 
A RESTful provides data by an application programming 
interface (API) over the Internet through HTTP [84].  
Therefore, a good design with proper API name will 
certainly attract service requesters [53]. Hence, 
understandability and reusability are the essential aspects in 
designing and developing RESTful web services. Analysis of 



Fuad Alshraiedeh et al.,  International Journal of Advanced Trends in Computer Science and Engineering, 8(5),September - October 2019, 1831 - 1840 

1836 
 

the documents included in the scoping reviews suggested the 
following anti-patterns for RESTful web service. 
 
1. Uniform Resource Identifier (URI) design: This anti-
pattern concerned with the practices in designing URI in the 
web services. URIs should be easy to read and tidy [53],[69]. 
There are three types of URI anti-patterns: 
i. Amorphous URIs anti-pattern: It occurs if URI consists 

of capital letters, symbols, and underscore; to name a 
few. It causes lower readability and understandability of 
the intended URI [53],[69]. 

ii. CRUD URI anti-pattern: It occurs when CRUD is used 
instead of standard HTTP methods [53],[69]. It 
overloads the HTTP methods and prevents service 
requesters to use the appropriate and standard HTTP 
methods [53],[69].  

iii. Pluralized Nodes anti-pattern: It occurs when plural 
words are used in PUT/DELETE requests, or singular 
nouns used in POST request [53],[69]. It may affect the 
server response to the web service requests. 

 
2. HTTP methods: This anti-pattern concerned with using 
HTTP methods in the right context [69]. There are two 
scenarios of HTTP methods anti-pattern; 
i. Tunneling through GET: It occurs when the developers 

depend on GET method to execute operations for 
creating, deleting or updating resources [48],[69],[78]. 
GET can be used for other actions except for accessing 
resources [48]. 

ii. Tunneling through POST: It occurs when the developers 
depend on POST method to execute operations on 
creating, deleting or updating resources [48],[69],[78]. It 
is very similar to tunneling through GET; however, in 
addition to the URI, the POST requests can be used for 
operations and parameters to access resources [48]. 
These anti-patterns may cause breaks in the semantic 
purpose of each HTTP methods [69]. 

 
3. Error handling: This anti-pattern concerned with HTTP 
request methods for error handling and how they must be 
used as a response of HTTP messages [69]. The developers 
tend to avoid the application-level status code (e.g., 200, 404, 
and 500, use the wrong status code, or may not use any status 
code) despite a standard error message code [68],[78].     
 
4. HTTP header: This anti-pattern concerned with the 
practices in designing HTTP headers. There are two common 
RESTful anti-patterns in the design of HTTP headers: 
i. Ignoring caching: It occurs when the developers and 

service requesters avoid the use of the caching capability 
due to the complexity of its implementation [48]. 
Consequently, it causes a decreasing of scalability in 
request per second, which degrades the overall 
performance [69].  

ii. Ignoring Multipurpose Internet Mail Extensions  
(MIME): It occurs when a server uses personalized 
formats or depends on a unique representation [48],[68]. 
Consequently, it limits usability (accessibility), 
reusability, and limits the resources readability [69],[78]. 

5. Hypermedia: This anti-pattern occurs when the 
developers forgot to link the resources together [69]. The 
absence of Uniform Resource Locator (URL) links between 
resources disallows the requesters to follow the links because 
the server does not provide it [78]. Consequently, this anti-
pattern decreases the dynamic interaction between the 
service requesters and servers that leads to low usability and 
accessibility [48],[68]. 
  
6. Linguistic: This anti-pattern occurs when the developers 
have poor linguistic practices in designing web services. It 
leads to ambiguous detailed description [53]. There are four 
scenarios of linguistic anti-pattern:  
i. Contextless recourse name: It occurs when URI consists 

many nodes referring to different context [78]. 
Consequently, it causes a decrease in the 
understandability and usability of the web service [53].  

ii. Non-hierarchical nodes: It occurs when the nodes in a 
URI are not hierarchically designed [78]. It appears 
when at least one node in URI is not linked to its 
neighbor node [53]. Consequently, it may confuse the 
service requesters and hinder the real purpose of the web 
services, and reduce their understandability and usability 
[53],[78].  

 
7. Breaking self-descriptiveness: This anti-pattern occurs 
when the developers overlook the standardized header, 
protocol, or format, and use customized ones [48],[70]. This 
anti-pattern wipes out the role of a message header and also 
limits the adaptability and reusability of web service 
resources [78]. 
 
8. Misusing cookies: This anti-pattern concerned with the 
use of disallowed session states at the server [70]. An 
example of misusing cookies is the use of keys or tokens in 
the Set Cookie or Cookie header field of server-side session 
[78]. 
 
9. Missing query interface: This anti-pattern occurs when 
the developers ignore to provide support to query interface 
on all requests [69],[78] which disables the requesters to 
discover all capabilities of a web service [56],[69]. 
 
10. Ambiguous name: This anti-pattern occurs when the 
developers used weak naming for interface elements such as 
using the long or short identifiers, use of operations that are 
not published syntactically and semantically, and use general 
terms as identifiers [48],[78]. Consequently, ambiguous 
name negatively affects the discoverability and usability of 
the web services [48]. 
 
11. Bloated service: This anti-pattern occurs when a web 
service contains  too many parameters [45]; hence, leads to a 
complex operations execution with low cohesion between 
such operations [68]. Consequently, it leads to low web 
service accessibility, maintainability, testability, and 
reusability [45].  
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12. Deprecated resource: This anti-pattern occurs when a 
service is created but it is not being used by the clients [78]. 
Consequently, the web service will not be invoked, even 
though it may be combined with other services.  
 
In summary, the scoping review suggested twelve anti-
patterns that commonly found in RESTful web services. 
These anti-patterns have impact on various aspects of web 
services including maintainability, efficiency, and discovery. 
 
3.3 What are the common anti-patterns of SOAP and 
RESTful? 
 
The results of the scoping review for RQ1 and RQ2 
suggested that SOAP and RESTful web services suffered 
from multiple anti-pattern problems. Based on the analysis, 
there are a few common anti-patterns found in both 
protocols, while many of them found in RESTful or SOAP 
separately. Figure 2 listed the web services anti-patterns for 
SOAP and REST. Only two types of anti-patterns were 
common to the two web service protocols namely ambiguous 
names and bloated services.  
 

 
Figure 2: The types of anti-patterns found in SOAP and RESTful 

web services 
4. CONCLUSION 
 
This paper reported a scoping review of web service anti-
patterns found in two prominent protocols of SOAP and 
RESTful. The results of the study suggested twenty-three 
anti-patterns in SOAP and twelve anti-patterns in RESTful. 
Only a few anti-patterns were found common in both 
protocols. The results of the study may be beneficial for web 
service developers in understanding the possible anti-patterns 
that may occurs in designing web services. It can assist them 
by avoiding such anti-patterns; hence, produce a good web 

service that is easy to maintained and possible reuse by other 
applications. In future, we aim at studying the techniques to 
mitigate such anti-patterns. 
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