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ABSTRACT 
 
The researcher propose the ontology model for C overflow 
vulnerabilities (COV) Ontology which include the 
relationship between vulnerabilities and its properties. Many 
current ontology were developed similar to constructing 
taxonomies or classifications whereby meaning of 
relationship were ignored resulting in ineffectiveness in 
describing the relationship between vulnerabilities and its 
properties. Eventually, the ineffectiveness affect the tools 
efficiencies. Studies on current ontology in static analysis of 
COV also shown that most current ontology focuses on 
symptoms rather than the root cause of COV occurrences. 
Therefore the designed of the propose model for C overflow 
vulnerabilities (COV) will cater this limitation. The Ontology 
Model consist of sixteen new classes and four new object 
properties. Based on the evaluation, the new Ontology model 
could supply and retrieve the right information and 
consenquently will be reliable to use in the semantic analysis 
of  COV. 
 
Key words: Ontology Model, C overflow vulnerabilities (COV)  
 
1. INTRODUCTION 
 
Program analysis is the key important to understand the 
computer systems. Studies in the area started in the ‘70s 
focusing on debugging, verifying and understanding 
programs [1]. In the year 2000 onwards, the program analysis 
capability further extended to security analysis tool  according 
to Viega et al in [2], after the first unintended exploitation on 
software vulnerabilities according to One in [3].Since then, 
software vulnerabilities have become a common platform in 
exploiting computer system along with other Data Security 
issue such as in [4][5].  
 
Among all vulnerabilities, overflow vulnerabilities (OV) is 
the most prominent and predicted to continue its existence in 
 

 

the future [6]. It occur in almost all systems that are poorly 
developed. It is potentially been produced in program 
languages like Java and PHP. Compared to other 
programming languages, OV are prominent in C [7]. Due to 
its behaviour and nature, lack of defensive and preventive 
mechanism [8]. From this onward, overflow vulnerabilities in 
C is referred as COV.  
 
There are many ways to inject COV invasion. Morris Worm, 
as an example, abused vulnerabilities exist in sendmail, 
fingerd, and rsh/exec command in UNIX platform by 
overflowing the memory stack [3]. The vulnerability was in C 
printf() function. When a string longer than the buffer is used, 
the function replaces to subsequent stack address, allowing an 
attacker to force the system to run his/her function stored in 
the following address in the computer system.  
 
There are numbers of C functions e.g. scanf(), gets(), and 
sprint() that are considered unsafe, which, if mishandled, will 
become vulnerable. Memory related functions such as free() 
in [9], mismatch variable conversion and arithmetic 
operation in [10], null termination in [11], and uninitialized 
variable in [12], are few examples of overflow vulnerabilities. 
These COV, if not identified and detected, may cause 
unnecessary consequences and serious mishaps. 
 
Recently, ontology approaches was brought into software 
security domain such as by H. Gomes in [13] and specifically 
for program analysis by Harshal et al in [14]. One of the 
reason was to improve the semantic-based method by 
ensuring the methods understand the relation within the code 
[14]. Ontology approach were used together with 
classifications or taxonomies as using either ontology alone or 
only taxonomy is insufficient. The ontology model gives 
meaning to each classes, hence improve the understanding of 
taxonomy’s user [13]. The use of ontology will help to capture 
the relationship between the classes in the taxonomy and its 
characteristics, and provide a readable specifications between 
the taxonomy and source code in a structure model [14]. This 
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will enhance the analysis capability such as in [15]  especially 
in a complicated source code or application in [16]. 
 
To date, ontology was implemented in education such as by  
H. Gomes et al in [13], static analysis on web vulnerabilities 
by Harshal et al in [14], static analysis on Java vulnerabilities 
by Lian et al [16] and security analysis on requirement by 
Souag et al in [17]. With regards to static analysis on COV, 
the initial recorded works utilizing ontology is identified in 
2012 by Ellison & Rosu in [18] and further improvised by 
Hatthorn in [19]. 
 
However, regardless of many improvement on analysis 
method including implementing ontology into semantics 
static analysis to detect COV, the success rate of detection and 
preventing COV from occurring is still low. It is either the 
limitation of the method such as causing overhead, limited 
COV coverage, flow in-sensitive, require annotation and 
require extensive vulnerability definition. These current 
issues has impact on the implementation of the method 
causing ineffectiveness and inefficiency of analysis.  
 
Even though being a promising approach to improve 
semantic analysis capability, ontology approach seem to have 
shortcoming too. Many current ontology were developed 
similar to constructing taxonomies or classifications whereby 
meaning of relationship were ignored resulting in 
ineffectiveness in describing the relationship between 
vulnerabilities and its properties such as the of Alqahtani et 
al. in [20]. Eventually, the ineffectiveness affect the tools 
efficiencies. Studies on current ontology in static analysis of 
COV also shown that most current ontology focuses on 
symptoms rather than the root cause of COV occurrences 
[20]. Therefore the designed of the propose model in this for 
C overflow vulnerabilities (COV) will cater this limitation. 
 
2. RESEARCH METHOD 
 
2.1 Ontology Framework Design 
 

The following diagram depicted the activities in this phase. 

  
Figure 1: Ontology Framework Design Phase 

 

In this phase, the activities start with studies on various 
ontology technology including semantics web to understand 
the technology for ontology development. Upon 
understanding the technology, the friendliest technology will 
be used to design the ontology model. Friendliest technology 
is defined based on the ease of used, available community 
support and easily accessible by researcher.The activities 
continue with ontology development based on the design 
before informal validation is done on the model. Upon the 
design is completed, subsequent phase is activated without the 
need to fulfill the model validation activity. The reason is 
because the development of the tool will help in the 
refinement and validation process. 

2.2 Ontology Construction 
 
At this stage, the pre-processing of ontology indexed was 
developed. The ontology for domain of C-Overflow 
Vulnerabilities was created consists of 16 topics. The 
ontology was classified under the language expressivity and 
formality and the focus in on software ontology. The focus 
was chosen as the ontology is used to develop a computer 
system. According to [21], the Ontology must be designed in 
intention to meet the purpose and reasons of their 
development and it involves the sequence of stage before it 
being evaluated such as, first, planning phase, where the 
domain of the ontology research area is determined. Through 
the previous research, the researcher has identified the 10 
types C-Overflow that can be the basis of the Classes with 
additional frequent class that always appeared and related in 
the domain such as Activity, Function, Vulnerable Criteria, 
Location, Other Attack and Situation. Each class may have 
their own unique sub class according to the knowledge of 
specific topic of classes. The example of date can be seen in 
table 1  
 

Table 1: The example data of C-Flow Vurnerabilities 

 
The second phase is the data collection and analysis, where, 
the data and suggested class were analyzed according to the 
previous taxonomy in [22]. The third phase, is to design the 
ontology according to the step that suggest by [23], as shown in 
Figure 2 is followed: 

Class Vulnerable 
Criteria 

Function Activity Location Other 
Attack 

Situation 

Array Out 
of Bound 

✔  ✔    

Unsafe 
Function 

✔ ✔   ✔ ✔ 

Memory 
Function 

✔ ✔  ✔   
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: 

Figure 2: The steps of  Ontology design according to N. F., & 
McGuinness, (2001) 
 

The first step is to determine the scope, which is the C 
Overflow Vulnerabilities Attack. The Second step is reuse, in 
this issue, C Overflow Vulnerabilities Attack have no previous 
Ontology, and however the research have the previous 
taxonomy in [22], to be used as the guideline. The third step is 
to enumerate the term that related to C Overflow 
Vulnerabilities Attack, which are divided to section such as 
class and subclass similar as in the previous hierarchical 
taxonomy in [22], where the class of Vulnerable Attack has 
subclasss such as for Class Unsafe Function like Criteria, 
Most Attack and Similar Attack. Then, the researchers need 
to define the properties and facets that suitable for the class. In 
the last step the researcher then define the individual 
instances for the class.   After the construction model have 
been done, the evaluation phase can be conducted using 
Protégé and SPARQL query to test that the ontology may 
produce the expected information or not. All this steps will be 
presented in the Result and Analysis Section. 

2.3 Result and Analysis 
 
In this section, the researchers will be presented the classes 
and object properties creation in 2.3.1, the relationships 
between the classes and object properties in 2.3.2 and the 
evaluation of of the ontology in section 2.3.3. 

2.3.1 The Classes and Object Properties 
 
In this research, 16 new classes such as Activity, Array Out of 
Bound, Function, Function Pointer, IntegerRange/Overflow, 
Location, Memory Function, Null Termination, Other Attack, 
Pointer Scaling or Mixing, Return intolibc, Situation, 
Uninitialized Variable, Unsafe Function, Variable Type 

Conversion, and Vulnerable Criteria have been added which 
can be seen in the  Figure 3. 

 

Figure 3: New classes inside the C-Overflow Vulnerabilities Attack 

For some individual class may have its own subclasses 
according to its taxonomy.  An example, the Unsafe Function 
class that contain three subclasses such as Criteria, Most 
Attack and Similar Attach. Formally, the development of 
ontology also use the knowledge reference from the previous 
taxonomy by the researcher in [22]. 

 

 

Figure 4: Ontograph of Unsafe Function class in C-Overflow 
Vulnerabilities Attack 

The ontology model contains 4 object properties such as: 
afffecFunction, hasCriteria, hasPart, and hasSituation.  
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Figure 5: hasCriteria  object property in C-Overflow 
Vulnerabilities Attack Ontology 

 

According to Figure 5, the object property of hasCriteria  
include  Criteria_Array_Out_of_Bound as its domain 
and Imprope Handling, Upper Bound, Undesire 
Behavior, Misuse, Beyond Bound of Array and Lower 
Bound as its range.  
 

2.3.2 Classes and Object Properties Relationship 
Technically, all the new classes and object properties must be 
connected to each other to have a connection which we called 
as ontology. For example, a criteria of vulnerability of Array 
out of 
Bound.

 

Figure 6. Array Out of Bound and Activity  classes are linked 
through object properties 

2.3.2 Evaluation of the Ontology 
 
To evaluate whether the ontology can supply and provide the 
retrieve the right information or not, Protégé and  SPARQL 
query is utilized to be executed inside the ontology model. 

This method has been agreed by Dr. Hazrina binti Sofian from 
Faculty of Computer Science & Information Technology, 
Universiti Malaya and also from the literature review such as 
in Hamiz et al in [24]. The list of SPARQL query for different 
purposes to evaluate the ontology have been identified as 
follows: 

1. Find by Properties 
 

Table 2: The example of SPARQL query for Find by Properties 
Query Statement 
Query 1 SELECT ?dataRange WHERE {  

?subClass rdfs:subClassOf ?restriction.  
?restriction owl:onProperty mo:hasCriteria; 

Query 2 SELECT ?object WHERE { mo:hasCriteria rdfs:range ?object} 
Query 3 SELECT ?domain ?range WHERE { mo:hasCriteria rdfs:domain 

?domain; rdfs:range ?range .} 

 
2. Find by Domain 

 
Table 3: The example of SPARQL query for Find by Domain 
Query Statement 
Query 1 SELECT ?domain ?properties  ?range  

WHERE {     
mo:Criteria_Array_Out_Ouf_Bound   rdfs:subClassOf*   
?domain. 
?properties  rdfs:range        ?range. 
?properties  rdfs:domain      ?domain} 

 
 

 
Figure 7: The SPARQL query results of Criteria Unsafe 

Function. 
 

From Figure 7, Based on the result, the Ontology Model are 
capable to provide reliable information, which is in this case 
the Range and Object Property of Domain, Criteria Unsafe 
Function attack with the specific SPARQL that had been used. 
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Figure 8: The SPARQL query results of Bound Attack. 

From Figure 8 above, the same reliable results have been 
produced, this time the ontology model were successful in 
retrieving the  Range and Object Property of Domain, Criteria 
Array out of Bound attack, such as Improper Handling, 
Undesire Behavior, Upper Bound, Beyond Bound Of Array, 
Lower Bound and Misusse. Consequently, shown to us the 
classes and Object Properties that have been added on the 
C-Overflow Vulnerabilities Attack Ontology Model have its 
own purpose and can be utilized in further research and analysis 
due to it can provide the correct and right information. 

 

3.  CONCLUSION 
 
This article presents the C-Overflow Vulnerabilities Attack 
Ontology Model was created consists of 16 topics. The 
ontology was classified under the language expressivity and 
formality and the focus in on software ontology.  Various step 
has been done in the Construction of this Ontology Model 
such as the data collection, the analysis according to the 
previous taxonomy in [22] and the agreement from the expert. 
Through the previous research, the researcher has identified 
the 10 types C-Overflow that can be the basis of the Classes 
with additional frequent class that always appeared and 
related in the domain such as Activity, Function, Vulnerable 
Criteria, Location, Other Attack and Situation. Each class 
may have their own unique sub class according to the 
knowledge of specific topic of classes. Furthermore, four 
object properties such as; afffecFunction, hasCriteria, 
hasPart, and hasSituation also have been added to link and 
provide the association among the classes. Based on the 
evaluation using the SPARQL queries this classes and object 
properties in C-Overflow Vulnerabilities Attack ontology 
model may provide the correct and reliable information for 
the further use. For the enhancements, the individuals and 
example of the code must be put inside the ontology. In 

overall, this constructed ontology model may reliable to use 
and represent the knowledge and information of C-Overflow 
Vulnerabilities attack especially in it classification. It might 
be valuable and useful for the further analysis of C-Overflow 
Vulnerabilities attack.   
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