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ABSTRACT 
UML class model is an essential element of today's software 
development process. In modern software development 
methodologies, it is considered a key contributor in every 
phase of software development. It may be automatically 
converted into other UML models and even in programming 
code. However, the erroneous model generates other 
erroneous models. The model verification technique checks 
the presence of error in the UML class model. This paper's 
main objective is to introduce a technique for the completely 
automatic and expressive transformation of the UML class 
model's qualified association into ontology. Because the 
current verification method does not support the 
transformation and verification of qualified associations. 
Later on, the ontology-based reasoning method is presented to 
verify qualified associations and their constraints. 
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1. INTRODUCTION 
Software are everywhere, and they are not only in the 
computer but also in home appliances, mobile phone, car, and 
other devices. But the failure of software causes economic and 
lives losses. For example, Cloudflare sensitive customer data 
such as passwords, cookies leaked from customer websites in 
2017, due to a bug in the software [1]. Due to wrong software 
calculation, 3200 US prisoners were released early from 2003 
to Dec 2015 [2]. However, sometimes software failure not 
only cost in terms of money, e.g., in Saudi Arabia, the US 
missile defense system failed to identify an attack due to the 
erroneous calculation in the software in 1991 and 28 
American soldiers losses their life. These are few examples of 
misfortunes due to software errors [3]. Hence, software 
correctness is a vital problem in the industry, and precise 
software testing is crucial before deployment. Although 
testing has some limitations: it checks the absence of errors, 
and it is performed in later stages (after coding). Error 

 
 

correction cost is higher in later stages as compared to the 
initial stages  [4]. The identified testing problems can be 
easily tackled through model verification. Innovative 
software development methods such as MDA consider UML 
models as an integral part of the entire development process. 
[5,6]. In MDA, automated model-to-model conversion 
provides systematic reuse of existing software artifacts. 
However, the automatic transformation may generate some 
problems, e.g., models can be developed with bugs, and 
ultimately these bugs can implicitly be shifted in the code.  
Hence, the model must be verified for better software [7,8].    
The UML class model is an essential UML component and 
specifies static aspects of the system [9]. The class model 
comprises classes and various kinds of relationships 
(dependency, association, and generalization) [10,11,12]. 
Existing verification methods of the UML class model are 
sufficiently good. However, support of some important 
elements of the UML class model is missing. For example, a 
comparison of the different verification methods of the class 
model presented in [13] claims that none of the verification 
methods has the support of qualified associations. Previously 
many researchers have presented work on verification of the 
UML class model. A detailed formal transformation of the 
UML meta-model in Z notation presented by France et al. 
[14]. Object-Z is an extension of Z notation, which has 
object-oriented capability has also been used to represent the 
UML meta-model's abstract syntax [15, 16]. B method has 
also been applied to formalize and verify the UML class 
model [17,18].  They used B prover to verify consistency 
against the well-formedness rules  [18]. They transformed the 
well-formedness rules through the B abstract machine 
invariants. 
Many works have also employed various semi-formal 
techniques to verify the UML class models, e.g., Constraint 
Satisfaction Problem (CSP) and Alloy. A linear 
inequality-based method proposed by Cadoli et al. [19] for 
UML class mode verification. They used CSP for representing 
and solving linear inequalities. Alloy, a semi-formal method, 
has also been used to transform and verify the UML class 
model.  Bordbar et al. [20] presented the UML Class model's 
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transformation with OCL into the Alloy. This approach 
transformed the meta-model into the Alloy and class model 
into Alloy's signature as a meta-model instance. Maoz et al. 
[21] presented formalization of advanced UML model 
elements into the Alloy, such as interface and multiple 
inheritances.  
Different researchers also used ontology to verify the UML 
class model, such as a comparison between UML and Web 
Ontology Language (OWL) presented by Xu et al. [22]. They 
presented that UML and OWL have many resemblances, such 
as classes, relationships, and attributes. 
2. QUALIFIED ASSOCIATION  
Association between classes also annotated by additional 
properties called qualifier. The qualifier imposes an 
additional constraint called a qualifier constraint. It allied 
with multiplicity and created a partition on the target class 
instances. The qualified association can be divided into two 
types. In type 1, multiple instances of target class related to a 
single instance of source class under a category as shown in 
figure 1 where the association "enroll" connecting department 
and students through" session". This association is specifying 
that one or many departments enroll many students under a 
session. If we semantically investigate this association, we 
easily found that department class instances are linked with 
student class instances through the session. For clarity, figure 
2 shows the semantic representation of the UML class model 
shown in figure 1.  Figure 2 have two departments {D1, D2} 
and both have two sessions, such as the D1 has (Session Fall 
19 and Session Spring 20), each batch has students, and D2 
has (Session Fall 19 and Session Fall 20). In type 2, A 
key-value is attached with the source class, which uniquely 
related instance of the target class. This association is trivial 
and can be achieved through unique key constraints.  
       

 
 

Figure1: Department Student class model 
 

   
Figure 2: Qualified association partition   

 

3. SOLUTION 
A new class is introduced for the qualifier in between the 
source and target classes in the proposed solution. The source 
class is connected with the newly introduced class through 
association, and the new class is connected with the target 
class through a new association called "hold" (shown in figure 
3) and formalized in ontology as : 
 
Department ⊑⊺ 
Session ⊑⊺ 
Student ⊑⊺ 
Hold ⊑ObjectProperty 
Enroll ⊑ObjectProperty 
Holdby⊑ObjectProperty 
Enrollby⊑ObjectProperty 
Hold(Department,Session) 
Holdby(Session,Department) 
Enroll(Session ,Student) 
Enrollby(Student,Session) 
Hold≡Holdby- 
Enroll≡Enrollby- 
 

 
Figure 3 : Department student class model ontology 

 
 
4. EXPERIMENTS AND RESULT 
Numerous ontology tools are available in the market. 
However, protégé is a widely accepted, and open-sourced tool. 
Initially, it was developed for biomedical projects. It currently 
supports various formats to represent ontology, such as 
RDF/XML, Turtle, OWL/XML, and OBO. Furthermore, it 
also supports many reasoners such as pellet, racer, fact++, 
and HermiT. 
The results illustrate that the method proposed in this work 
can efficiently formalize and verify qualified association. For 
evaluation, we implement the UML class model shown in 
figure 1 in Protégé.  
In the ontology model development, the top-level UML class 
model elements such as classes are transformed into the 
ontology concepts, as shown in figure 4. Further, UML class 
model associations are converted into ontology object 
properties. Then, the domain and range of object property are 
set. Finally, proposed constraints are applied in the ontology, 
and the model's verification is performed through the Protégé 
reasoner as shown in figure 5.   
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Figure 4: Ontology of Qualified association   

 
 

 
Figure 5: Verification result obtained in Protégé  

 

5. CONCLUSION 
UML class model formalization and verification are very 
important in modern software practices, such as Model 
Driven Architecture. In previous work, several UML class 
model elements were formalized and verified through 
different techniques. However, some crucial elements, such as 
qualified association was never checked. The proposed 
method performs transformation and verification of qualified 
association of UML class model through ontology. This 
transformation map qualified associations into the new 
ontology class, added in the middle of the source and target 
class, and examine various correctness features such as 
consistency. The method proposed in this work has many 

advantages because ontology supports various efficient 
reasoners, which can perform reasoning on large models very 
efficiently. In the future work, we transformed the OCL 
constraints and other UML class model unsupported 
elements. 
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